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Abstract- SQL injection attack (SQLIA) is one of the most severe attacks that can be used against web database driving
applications. Attackers’ use SQLIA to get unauthorized access to and perform unauthorized data modification. To
mitigate the devastating problem of SQLIA, different researchers proposed variety of web penetration testing tools that
automation of SQLI vulnerability assessment that result in SQLIA. Recent study shows that there is need for adaptation
of object orienting approach in development of application program in order to reduce the cost of integration and
maintenance, as well as improve the efficiency of application programs. Most of the proposed SQLIV (SQL injection
vulnerability) detection tools by academic researchers seem to focus on improving efficiency or effectiveness of SQLIV
detection tool thereby paying less attention to advantage of adopting reusable component. Therefore, this paper propose
component based (CBC) SQLIV detection tool that has the potential to enable developer to reuse component where
necessary and allow integration and maintenance fast and in less cost. The proposed tool was tested on three different
vulnerable web applications after which its effectiveness was compared against seven(7) different SQLIV detection tool
accordingly, the result of evaluation proves that the tool has all the potential to detect SQLIV vulnerabilities on different
scenarios that other of scanners ware unable to detect.
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unauthorized data manipulations [4, 5, 6, and 7].
SQLIA comes in variety of types depending on what

L BIIRODUCTION attacker wants to accomplish, but the main cause of

Technology and networks enable organizations
to adopt Web based applications as framework on
whichthey conduct their day to day activities. For
instance, E-commerce, health care, transportation,
social activities are now readily available on Web-
based database driving applications.Various study
shows that the security of Web applications is, in
general, quite poor and demand to use these
applications is very high[1,2,3]. These applications
process data and store the result in back-end database
server where the organization’s related data are stored.
Depending on the specific purpose of application,
most applications can be invoked by anyone
worldwide to draw the attention of attackers who wish
to take advantage of these vulnerabilities. One of the
techniques to exploit these applications (Web-based
driving database applications) is called SQLIA (SQL
injection attack). SQLIA is a situation whereby an
attacker modifies programmer intended queries in
order to have access to restricted data or perform
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SQLIA is result of improper validation of input by
user which programmer should take care of while
developing application [8]. Different researches
proposed different techniques of development of the
tool that automate testing of SQLIV in Web
application. However these techniques not only have
limitation on triggering some type of SQLIV but also
seem focus on developing tool in traditional way
without considering object oriented approach.

To tackle this we proposed component based
SQLIVdetection tool with enhanced features that
enable the reuse of these components, provide easier
integration of new tools, and provide flexibility for
improvements and most importantly carryout
penetration testing in more effective and efficient
way.
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Web based penetration testing tools can be
classified into three categories; academic, open source
tool and commercial [9,10]. Academic tools represent
those tools proposed by individuals in a field of
research  such as SQIVS [11], Enhanced
MySQLinjector [12], secubat[ 13 ]wave[14],
Amnisia[ 15]etc. Majority of academic tools are
language specific, their developments are ongoing
process and public access to these tools is
unavailable. However, method used in development of
such tools are publically available to shade light to
individuals or academic researchers who want to
improve existing tools or proposed new methods with
enhanced features. Unlike academic tools, open
source tools such as Vega, Zap, Wa3p, Wapit, Nikito
etc [16] are available for public use inform of source
code application under copyright for free of charge.
However, architecture, algorithm or development
approach are not available to public. Individuals or
researchers are permittedto study and improve open
source tool with consent of the owner. Beside, Open
source and academic Web penetration testing tool,
there are also commercial tools such as AppScan,
Acunetix,Bugblast, Netsparker etc.These tools are
totally different from academic and open source tools
in the sense that users can only utilize the full
functionalities of these tools by purchase, also
architecture, algorithms or method wused by
development of these toolsis not available to public
and no vendor allows improvements of their
tool[16,17,18]. The advantage of commercial tool
over other tools is that; they provide user with
extensive help and functionalities that are not
available in academic and commercial tools [19].

Basically, there are two common approaches use
in development of Web penetration testing tool
whether its academic tools, open source or
commercial or combination of both. These approaches
can be classified into two, static and dynamic
approach. Tools that implement dynamic approach are
usually known by attacks tools because they analyze
server response to find flaws, vulnerabilities through
attacking target application.They do not need target
source code to perform security analysis. On the other
hand, toolsthat implement static approach need to
analyze the source code of target application and
identified flaws or vulnerabilities via control flow of
information, taint analysis, modeling checking or
using their combination [20,21,22].

I1. OUR APPROACH

Our SQLIV  detection tool specifically
implements dynamic approach and consists of four
main components: Web crawling, attacking analysis
and reporting (See Figure 1).

A. Component 1- Web crawling
In order to send an attacks to target application, it is
required to identify all links and forms that are
potential. Thismay suggest why it is important for
penetration tester to make sure that all links and forms
potential to SQLIV is identified either automatically
or manually[11]

Once given URL (Seed URL) of Website is given to
our SQLIV tool, it starts by going through seed URL,
extracts all links and forms of application, and stores
them in a database. It is very important to know that
attacks can only be launched against previously
identified links and forms that are potential to SQLIV.
Study shows that coverage crawling activities is the
one of the major challenges, of SQLIV tool that is
implements dynamic approach especially in modern
applications that require partial page refreshments or
login authentication [23,24]. To avoid such challenge
we designed our crawler to first go through seed URL
and extract all links and forms and later we extract
only forms and links that are potential to SQLIV,
unlike crawler design approach used in [8] which
contributes to low coverage existing SQLIV in tested
application. This is simple becausethe proposed tool
crawler was designed to look for the only page with
injection parameters which makes tool to logout of the
session and manual crawling need to be applied to
extract unvisited links by tool.

B. Component 2- Attacking
The proposed tool consist of three sub-attacks
components error based, blind and tautology SQIA
component each with well designed database of
different attack type.

1) Error based SOLIA:

Error-based SQLIA: is type of attack used to test
SQLIV in Web application based on return SQL
related errors from the application server as a result of
violation of developer intended queries[25].Our
SQLIV toolhas database of error related SQLIA of 65
different attack patterns. The purpose of this attack is
to trick database server to return SQL query related
error messages in response to attack request.
Occasionallydifferent database server such as
MySQL, Oracle, and SQL Server etc requires
different attack patterns that trigger SQL query related
errors in server response. Once link or form that is
potential to SQLIA is parse the tool start by visiting
the link page content, extract parameters list such as
“Username”, “Password”, “Search” fields etc as well
as Http “Get” and” Post “parameter and the third step
in this component is to append attack to parameters
list and send request to the database server. It is
important to know that attacking activities in attack



component are going parallel to analysis
activities.Analysis component also consists of three
sub-analysis components each performing different
analysis as we have three sub-attack components.
Once a response is received by database server,
analysis component takes place to check if page
content consists SQL query related error. Our tool
continues to inject error based attack until all attacksin
database is exhausted or if SQL query related error
was found the tool breaks the loop and takes the next
link or form in question.

Sometimes due to developer configuration SQL
related errors would not be returned to user request
but application is still vulnerable.In this case,tool
moves to next attack type which is blind SQL
injection attack [25,26].

2)  Blind SOLIA:

Blind SQLIA: is the situation where by tool tries
to ask series of true and false questions to database
and monitor the behavior response of each question
[25]. The trick is that if two different request (true and
false request) was found to same response tool it can
be deduced that the target link is not vulnerable while
if difference exist it can be deduced that the target link
is indeed vulnerable to SQLIA. Therefore thetool
uses blind SQLIA database that consist 35 valid/true
request that works for most of the popular Relational
database server constructed using “Order by”.
“equality”*Union” and “If” operator. Once tool sends
valid request to application, it stores the response of
that request to database and continues by injecting
invalid request and comparing the response of first
request and previous request until all attacks in
database are exhausted or if difference in response
found the tool break the loop and parse next link in
question.

One of the common challenges we noticed faced
by many tools during penetration testing was
bypassing the login authentications especially to those
tool that apply one step crawling. Not only one step
crawling contribute to failure to bypass login
application but also include lack of different attack
patterns needed to bypass login application as most of
the time one attack pattern that bypass MySQL
version 1 might fails to bypass MySQL version 2 or
attack pattern that can bypass all MySQL server
version might fail to bypass other relational database
server such as Oracle, MySQL server, Sybase [27]
etc. Another common issue is that understanding most
common approaches application developers use to
adopt while developing query to handle user
authentication to applications. For example,
application developer might decide to write query that
connects valid user to application if and only if, one
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record is returned from database.However, a
successful attack to bypass login authentication using
SQLIA always return all records in database[28] and
mostly connects last user of record in MySQL server
but varies among relational databases.

During our penetration testing we observed that
some tools inject successful attack that can bypass
application but failed to connect or log into
application as result of this rule applied by application
developer.

3) Tautologies

Tautology SQIA: is the type of attacks that always
shows true value when successfully executed by
database server in its form it is constructed using
keywords “OR 1=1", mainly used for authorized
database extraction and bypassing authentication
[25,28,29].

In this context therefore our SQLIV tool has
database of tautology SQLIA type of 150 different
patterns tested and worked on most commonly used
relational database server. 40 of these attacks pattern
contains keyword “limit by 1™ which handles the rule
enforced by application developer. The third
attackcomponent used by our tool is tautology attack
containing well constructed different attack pattern
that enable tool to bypass login authentication of same
database server with different versions as well as
different database server.

There are four basic ways that automatic scanning
tool can predict whether login is successful, these
includes: HTTP Basic authentication, NTLM
authentication, Form authentication, Setting an HTTP
cookie[30] Our SQLIV detection tool uses form
authentication. We choose specific text search
approach, before choosing this approach. meanwhile
we found it very common for most of Web
application to use text like”logout™. signout™ “log
out”.’sign out”, “profile” , after user had log into the
application and it is difficult to find Web application
that uses these text before user log into the system.
Each time our tool injects tautology attack it checks to
confirm if one of the above texts exists in page
response. Our tool continues to inject attack of this
type for the purpose of bypassing login authentication
until all attacks in database exhausted. Once above
text found in page response the tool break the loop
and take next link in question.

C. Component 3-Analysis

Study show shows that most of the SQIV detection
tool implementing dynamic approach rely on returned
SQLI related errors in order to predict whether
application is vulnerable or not[11,30]. Our SQLIV



detection tool is capable of performing three different
analyses, based on SQL related error messages,
similarity between two requests on one page and
based on appearance of specific texts as explained
(See B in section III).

Reporting Component: each time our tool find SQL
query related error response it store the link or form in
database called vulnerable page database and store the
attack that trigger that SQL related error in database
exploits database it performs same action if two
request (valid and invalid) request have different
response so also same technique apply when one of
the following texts”logout™,’signout™ “log out™,”sign
out”, “profile” found during authentication bypassing,
When all links or forms that are potential to SQLIA is
been tested the tool give choice for user choice to
generate report in PDF or Word file displaying
vulnerable link or form and what attack trigger that
vulnerability.
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Fig. 1 Component Based SQLIV Tool

I11. EXPERIMENTS

During our penetration testing we used open source
and commercial Web penetration tools as shown in
Table 1 to evaluate our tool against known numbers of
vulnerabilities Web applications. Despite there are
number of vulnerable applications designed to allow
individual or vendor to validate their tool against
required vulnerabilities we choose to design three
custom Web applications (See Table II) due to the fact
that most of the individual or vendors adjust the
effectiveness of their tool with respect to
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vulnerabilities in these applications which may not
predict effectiveness of the tool in other application
as different developer have different ways of writing
same query[9,11]. First is online human resource
application consisting of six 6 known SQLIV (see
table) one 1 error based SQLIV three 3 blind SQLIV
and two 2 vulnerable login authentication, second is
online birds farming application with four (4) known
SQLIV (see table) 1 error based, 3 blind SQLIV and
one vulnerable login authentication and third is online
news application with three know SQLIV (see table)
one error based SQLIV and 1 blind SQLIV and one
vulnerable login authentication, using PHP, all
applications are running on window 7 32 bit operating
system and 6GB Ram, first and second application
running on apache 2.4 with MySQL 5.5.19, and third
application running on Apache 2.2.3 with MySQL
5.0.77. Against this background, it may be argued that
the major contribution of our work is ability to bypass
login authentication on different scenarios as failed by
most of the tools we compared to proposedtool. The
query that connect employee to application using
user.php was developed without enforcing any rule
and remaining three login authentication admin.php in
HR, login.ph in farm and login.php in news was
developed using rule that enforce rule that user should
be connected to application if only one row in
database is returned.

TABLE 1.TOOLS USED TO TEST SQLIV VULNERABLE APPLICATIONS

Tool Vendor/owner Version

Vega Subgraph N.A
Zap OWASP 2.4.0
Nikito CIRT 2:1.5
Wapiti Informatica Gesfor

2.3.0
Acunetix WVS Acunetix 7.0
W3af w3af.org 1.6
AppScan IBM 9.0

TABLE II. THREE CUSTOME VULNERABLE WEB APPLICATIONS
WITH KNOWN VULNERABLIITIES

Test
bed

SQLI
vulnerability

Login
required

Vulnerable page

HR 6 2 Admin.php
User.php
Users_Seach.php
Schedule.php
Department.php

Emp_History.php

Farm 4 1 Login.php
Breed_category.php
Find_breed.php

Purchase_history.php




News | 3 Login.php
1 News_description.php
Browse.php
TABLE lI.  RESULT OF TESTING AGAINST THREE
VULNERABLE APPLICATIONS USING CHOOSING TOOLS
AND OUR APPROACH

TooL HR FARM NEWS
Vega 1/3/0 1/2/0 0/0/0
Zap 1/3/0 1/0/0 0/0/0
Nikito 1/2/0) 1/0/0 0/0/0
Wapiti 2/5/1 3/7/0 /0/0/0
Acunetix WVS | 1/3/1 1/2/0 0/0/0
W3af 3/3/1 3/4/0 0/0/0
AppScan 1/3/0 1/2/0 0/0/0
Aliero 1/3/2 1/2/1 0/0/1

Table III shows that Vega and appScan detect both
error based and blind SQLIV exist in HR and Farm
application but failed to bypass any of login
authentication in three applications , with no any
detection of vulnerability in News application. Zap
and Nikito detect both error based and three blind
SQLIV, two blind SQLIV respectively in HR
application, also both detect error based in farm
application but and failed to bypass login
authentication in any of three applications with no any
vulnerability detection in News application. Wapiti
failed to bypass three login authentications one in
each applications, however managed to bypass one
login authentication in HR and detect both error based
and blind SQLIV exist in HR and Farm with ten false
negative SQLIV and with no detection of any
vulnerability in news application. Acunetix tool
detect all error based and blind SQLIV, bypass one
login authentication and failed to bypass another in
HR, similarly it detect error based and blind SQLIV in
Farm application and failed authentication in Farm
with no any detection of wvulnerability in news
application. W3af detect all error based and blind
SQIV in both HR and Farm with Five false negative
and with no detection of any vulnerability in news
application and also failed to bypass any login
authentication in three applications. Our proposed tool
detects all vulnerability in HR and Farm and also
successfully bypasses all login authentications in all
three applications but failed to detect error based and
blind SQLIV in news applications. Some of the
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reasons most of the tools failed to bypass login
authentication is that they do not have well
constructed tautology attacks to successfully bypass
login authentication and other do not use tautology at
all in their attack databases. Another reason is that all
three authentications queries used in three Website
(see table) tested tool on use the check that if return
row is not equal to one authentication would not
succeed. To confirm failure of authentication we
perform similar experiment used in (2) to monitor the
communication between tool and target application
using wireshark and we found that Vega, Acunetix
and AppScan send successful attacks that enable
bypassing login authentication but because of the rule
applied by query developer authentication get failed
all the time. It is important to know that considering
all scenarios while developing attacks pattern for
bypassing login authentication is very important i.e
using such as “LIMIT BY 1" allows returning of one
row for successful SQLIA as required by developer .
As shown in table 4 non-of the tool was able to detect
any etror based or blind SQLIV due to the fact that
request to the database was designed in such a way
that no Http post or get was used to retriev the
information from database. This shows that most of
the Web penetration tools depend on Http post and get
to send request to database.

IV. CONCLUSION

In this paper we proposed component based for
SQLIV detection tool for the purpose of enhancing
component reusability, fast integration and
maintenance in less price. The evaluation of our
SQLIV detection tool with seven selected SQLIV
detection tools against three testbed applications
shows significant difference in which our tool detects
most of the vulnerabilities that other scanner ware not
able to detect. The future work is to update our tool
so that it would be able to detect other web
applications vulnerabilities such as XSS(cross-site-
scripting) and file inclusion vulnerabilities.
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